**2 Pass Macro-Processor**

**Code :**

import java.util.\*;

import java.io.\*;

class MntTuple

{ String name;

int index;

MntTuple(String s, int i) {

name = s;

index = i; }

public String toString() {

return("[" + name + ", " + index + "]"); } }

class MacroProcessor {

static List<MntTuple> mnt;

static List<String> mdt;

static int mntc;

static int mdtc;

static int mdtp;

static BufferedReader input;

static List<List <String>> ala;

static Map<String, Integer> ala\_macro\_binding;

public static void main(String args[]) throws Exception {

initializeTables();

System.out.println("===== PASS 1 =====\n");

pass1();

System.out.println("\n===== PASS 2 =====\n");

pass2(); }

static void pass1() throws Exception {

String s = new String();

input = new BufferedReader(new InputStreamReader(new FileInputStream("input.txt")));

PrintWriter output = new PrintWriter(new FileOutputStream("output\_pass1.txt"), true);

while((s = input.readLine()) != null) {

if(s.equalsIgnoreCase("MACRO")) {

processMacroDefinition();

} else {

output.println(s); } }

System.out.println("ALA:");

showAla(1);

System.out.println("\nMNT:");

showMnt();

System.out.println("\nMDT:");

showMdt(); }

static void processMacroDefinition() throws Exception {

String s = input.readLine();

String macro\_name = s.substring(0, s.indexOf(" "));

mnt.add(new MntTuple(macro\_name, mdtc));

mntc++;

pass1Ala(s);

StringTokenizer st = new StringTokenizer(s, " ,", false);

String x = st.nextToken();

for(int i=x.length() ; i<12 ; i++) {

x += " "; }

String token = new String();

int index;

token = st.nextToken();

x += token;

while(st.hasMoreTokens()) {

token = st.nextToken();

x += "," + token; }

mdt.add(x);

mdtc++;

addIntoMdt(ala.size()-1); }

static void pass1Ala(String s) {

StringTokenizer st = new StringTokenizer(s, " ,", false);

String macro\_name = st.nextToken();

List<String> l = new ArrayList<>();

int index;

while(st.hasMoreTokens()) {

String x = st.nextToken();

if((index = x.indexOf("=")) != -1) {

x = x.substring(0, index); }

l.add(x); }

ala.add(l);

ala\_macro\_binding.put(macro\_name, ala\_macro\_binding.size()); }

static void addIntoMdt(int ala\_number) throws Exception {

String temp = new String();

String s = new String();

List l = ala.get(ala\_number);

boolean isFirst;

while(!s.equalsIgnoreCase("MEND")) {

isFirst = true;

s = input.readLine();

String line = new String();

StringTokenizer st = new StringTokenizer(s, " ,", false);

temp = st.nextToken();

for(int i=temp.length() ; i<12 ; i++) {

temp += " "; }

line += temp;

while(st.hasMoreTokens()) {

temp = st.nextToken();

if(temp.startsWith("&")) {

int x = l.indexOf(temp);

temp = ",#" + x;

isFirst = false;

} else if(!isFirst) {

temp = "," + temp; }

line += temp; }

mdt.add(line);

mdtc++; } }

static void showAla(int pass) throws Exception {

PrintWriter out = new PrintWriter(new FileOutputStream("out\_ala\_pass" + pass + ".txt"), true);

for(List l : ala) {

System.out.println(l);

out.println(l); } }

static void showMnt() throws Exception {

PrintWriter out = new PrintWriter(new FileOutputStream("out\_mnt.txt"), true);

for(MntTuple l : mnt) {

System.out.println(l);

out.println(l); } }

static void showMdt() throws Exception {

PrintWriter out = new PrintWriter(new FileOutputStream("out\_mdt.txt"), true);

for(String l : mdt) {

System.out.println(l);

out.println(l); } }

static void pass2() throws Exception {

input = new BufferedReader(new InputStreamReader(new FileInputStream("output\_pass1.txt")));

PrintWriter output = new PrintWriter(new FileOutputStream("output\_pass2.txt"), true);

String token = new String();

String s;

while((s = input.readLine()) != null) {

StringTokenizer st = new StringTokenizer(s, " ", false);

while(st.hasMoreTokens()) {

token = st.nextToken();

if(st.countTokens() > 2) {

token = st.nextToken(); }

MntTuple x = null;

for(MntTuple m : mnt) {

if(m.name.equalsIgnoreCase(token)) {

x = m;

break; } }

if(x != null) {

mdtp = x.index;

List<String> l = pass2Ala(s);

mdtp++;

String temp = new String();

while(!(temp = mdt.get(mdtp)).trim().equalsIgnoreCase("MEND")) {

String line = new String();

StringTokenizer st2 = new StringTokenizer(temp, " ,",false);

for(int i=0 ; i<12 ; i++) {

line += " "; }

String opcode = st2.nextToken();

line += opcode;

for(int i=opcode.length() ; i<24 ; i++) {

line += " "; }

line += st2.nextToken();

while(st2.hasMoreTokens()) {

String token2 = st2.nextToken();

int index;

if((index = token2.indexOf("#")) != -1) {

line += "," + l.get(Integer.parseInt(token2.substring(index+1,index+2))); } }

mdtp++;

output.println(line);

System.out.println(line); }

break;

} else { output.println(s);

System.out.println(s);

break; } } }

System.out.println("\nALA:");

showAla(2); }

static List<String> pass2Ala(String s) {

StringTokenizer st = new StringTokenizer(s, " ", false);

int num\_tokens = st.countTokens();

String macro\_name = st.nextToken();

int ala\_no = ala\_macro\_binding.get(macro\_name);

List<String> l = ala.get(ala\_no);

int ctr = 0;

StringTokenizer st2 = null;

try { st2 = new StringTokenizer(st.nextToken(), ",", false);

while(st2.hasMoreTokens()) {

l.set(ctr, st2.nextToken());

ctr++; }

} catch(Exception e) {}

if(ctr < num\_tokens) {

String s2 = mdt.get(mdtp);

StringTokenizer st3 = new StringTokenizer(s2, " ,", false);

String token = new String();

int index = 0;

while(st3.hasMoreTokens()) {

token = st3.nextToken();

if((index = token.indexOf("=")) != -1) {

try { l.set(ctr++, token.substring(index+1, token.length()));

} catch(Exception e) {} } } }

ala.set(ala\_no, l);

return l; }

static void initializeTables() {

mnt = new LinkedList<>();

mdt = new ArrayList<>();

ala = new LinkedList<>();

mntc = 0;

mdtc = 0;

ala\_macro\_binding = new HashMap<>(); } }

**Text File :**

MACRO

INCR1 &FIRST,&SECOND=DATA9

A 1,&FIRST

L 2,&SECOND

MEND

MACRO

INCR2 &ARG1,&ARG2=DATA5

L 3,&ARG1

ST 4,&ARG2

MEND

PRG2 START

USING \*,BASE

INCR1 DATA1

INCR2 DATA3,DATA4

FOUR DC F'4'

FIVE DC F'5'

BASE EQU 8

TEMP DS 1F

DROP 8

END

**Output :**

**![](data:image/png;base64,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)**